![Proz](data:image/png;base64,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)

(NOME DOS INTEGRANTES)

**CONTROLE DE VERSIONAMENTO**

NOME DOS INTEGRANTES

**CONTROLE DE VERSIONAMENTO**

Trabalho de fixação de conteúdo apresentado á Proz Educação, como requisito parcial para aprovação em módulo do curso de Técnico em Desenvolvimento de Sistemas

Professor: Juliano **(sobrenome)**

**Resumo**

O desenvolvimento de softwares é uma tarefa complexa, geralmente demorada, e comumente conta com o envolvimento de varias pessoas. Neste contexto, podemos citar a criação de novos softwares desde o zero e correções ou melhorias em softwares já desenvolvidos. A medida que um projeto evolui, é preciso ter o controle de tudo que foi feito dentro do código-fonte para que se possa regredir o código em caso de falhas, ou ter o controle da eficiência das mudanças feitas. Em caso de projetos que contam com colaboração múltipla, esse controle se faz necessário para que se possa rastrear quem mudou o quê, por quê e pra quê. Assim sendo, este trabalho busca explorar as possibilidades de controle de versionamento e seus impactos no desenvolvimento de softwares, através de diferentes ferramentas e metodologias, mas com foco na apresentação da ferramenta de maior popularidade para versionamento de software: O Git.

**PALAVRAS-CHAVE:** Versionamento; Github; Commit; SemVer; Repositório.

**Abstract**

Software development is a complex and often time-consuming task that frequently involves the collaboration of multiple individuals. In this context, we can consider both the creation of new software from scratch and the maintenance, bug fixes, or enhancements of existing software. As a project evolves, it becomes essential to maintain control over all changes made within the source code. This control allows for code rollback in case of failures and ensures an understanding of the effectiveness of the modifications. For projects with multiple collaborators, this control becomes crucial to track who changed what, why, and for what purpose. Consequently, this work aims to explore the possibilities of version control and its impact on software development. We will examine various tools and methodologies, with a particular focus on introducing the most popular version control tool: Git.  
  
**KEY-WORDS:** Version control; GitHub; Commit; SemVer; Repository

1. **Introdução**

O desenvolvimento de softwares dificilmente é uma tarefa solitaria. Projetos robustos e multifuncionais pedem a colaboração de equipes multidisciplinares com profissionais como desenvolvedores front-end, back-end, full-stack, mobile, desenvolvedores de banco de dados, Dev Ops, Ethical Hackers dentre outros. E comumente essas equipes precisam trabalhar simultaneamente dentro do mesmo código fonte, seja no mesmo bloco de programação, mesma função do código ou blocos e funções diferentes.

Além da necessidade de atuação simultanea em diferentes parte do código fonte, é necessário que haja um controle do que é feito dentro do código, principalmente em cenários em que o código já esteja estruturado e operacional, e precisa-se garantir que as alterações não impossibilitarão o software de funcionar corretamente. Em outras palavras, é como se precisassem de uma máquina do tempo para que pudessem alterar o código-fonte mas com uma medida de segurança para retornar o código ao seu estado original em caso de problemas com as alterações.

Existem ferramentas que funcionam como essas máquinas do tempo. Elas registram o código em sua forma original, aponta as alterações que foram feitas em relação ao estado anterior do código, indica quem as fez em caso de trabalho coletivo, e possibilita o desenvolvimento paralelo do mesmo bloco de código, permitindo a fusão dessas linhas paralelas de desenvolvimento posteriormente. E, se tudo der errado, basta voltar ao estado inicial do código. Desde a década de 90 existe esse tipo de ferramenta como CVS, ClearCase, Source-Safe e SVN.

Mas foi somente em meados de 2000 que surgiram os sistemas de controle de versão mais modernos como Mercurial, Bazaar e o que possui maior abrangência no mercado hoje: O Git.

1. **Sistemas de versionamento e a evolução das ferramentas de versionamento**

Apesar da história da programação se dar inicio na primeira geração de computadores em 1940 com o surgimento do ENIAC, que funcionava com válvulas e cartões perfurados e consistia numa programação de baixo nível com instriuções escritas manualmente, o surgimento dos sistemas de controle de versão aconteceu em meados de 1972. Nessa década surgiu o SCCS (Source Code Control System), desenvolvida na Bell Labs por Marc Rochkind, para computadores IBM System/370 com o sistema operacional OS/360. Entretanto o sistema tinha algumas limitações notáveis: O SCCS naõ permitia trabalhar com um projeto inteiro, de forma que tudo fosse trabalhado de forma individualizada, o que dificultava o controle de versão dado o grande volume de dados; Era um SCV (Sistema de controle de versionamento) centralizado; Mantinha apenas o estado atual do codigo fonte e registrava as alterações feitas, mas não permitia o resgate de versoes anteriores; A sintaxe das versões era complicada, dito que ainda não existia o SemVer (Semantic Versioning); Não havia como trabalhar com *branchs* (Ramificações no projeto original); Tinha capacidade de trabalho reduzida ao trabalhar com arquivos binários; Não possuia mecanismos de defesa contra manipulações diretas nos arquivos de controle de versão.

Cerca de 10 anos depois, em 1982, surge a primeira resposta direta ao SCCS: O RCS (Revision Control System), desenvolvido por Walter F. Tichy enquanto ele estava na Universidade de Purdue. O RCS ainda era um sistema centralizado, mas com uma interface mais fácil e com resposta de armazenamento e leitura mais eficientes por salvar as alterações localmente e só depois as sincronizar com açoes de *push* e *pull no servidor central*. Trouxe também a criação de *branchs* e a possibilidade de recuperação de versões anteriores dos códigos.   
  
Nos anos 90, surge o CVS (Concurrent Version System), que permitia a colaboração remota, superando as limitações do RCS. E no inicio dos anos 2000 surge o SVN (Apache Subversion), com capacidade de rastrear arquivos renomeados, agrupar mudanças em um único commit, e maior eficiencia na comunicação entre cliente e servidor, dentre outras vantagens diante do CVS. Mas até então, todos eram centralizados.

Somente em 2005 que tivemos o surgimento do GIT, que resolveu a maioria esmagadora das limitações dos concorrentes mais velhos, e trouxe novos conceitos que iriam revolucionar os sistemas de versionamento. O Git foi lançado em 2005 por Linus Torvalds e outros colaboradores Linux, como um software de código aberto, o que tornava o GIT um SCV muito flexível e dinâmico. O GIT apresentava velocidade de oepração, tornando ações como *commit*, *branch* e *merge* tarefas rápidas e simples; Possuia *commits* atomicos, o que possibilitava o rastreamento preciso dos *commits* e histórico completo de alterações, inclusive renomeio e movimentação de arquivos, facilitando as ações de *rollback* em casos de falhas; Prestava bom suporte a links simbólicos e outros tipos de arquivos, e o principal: Era o primeiro SCV distribuído. Ou seja: As alterações eram feitas localmente na máquina do desenvolvedor, podendo serem feitas até mesmo em ambiente offline, e posteriormente eram sincronizadas com o código fonte que estava hospedado em um serviço centralizado, o que possibilitava o trabalho simultaneo de desenvolvedores de qualquer lugar, em qualquer área do código. Desde então, o GIT é a ferramenta de versionamento mais versátil e mais usada até nos dias de hoje.

Mas em 2008 o GIT passou por uma integração que consolidou sua liderança no mercado. Chris Wanstrath, J. Hyett, Tom Preston-Werner e Scott Chacon lançaram o GitHub.

O GitHub é uma plataforma que hospeda os códigos utilizados pelo GIT para versionamento e oferece alguns recursos adicionais como controle de acesso, rastreamento de problemas, integração contínua e outras funcionalidades. Ele facilitou o emprego do SCV distribuído, permitindo que desenvolvedores colaborem em projetos de código aberto e criem *pull requests* como sugestões de melhoras ou correções em projetos públicos, trouxe wikis criando informação centralizada e acessível para todos, e hospeda gratuitamente sites estáticos, o que o torna numa ótima opção para portfólios e documentações.   
  
Apesar de existir concorrentes como GitLab, BitBucket, SourceForge, Gitea e Mercurial, o GitHub ainda é o mais utilizado para pequenos e grandes projetos e/ou empresas.

1. **Beneficios do versionamento**

Partindo da premissa que raramente o desenvolvimento de softwares é uma tarefa individual, o controle de versionamento se torna indispensável para garantir a segurança, a celeridade e eficiencia no desenvolvimento do projeto. Segundo Dias (2016), 4 perguntas devem ser feitas para identificar a necessidade de uso de um SCV. Se a resposta de 1 delas for “sim”, então um SCV deve ser implementado. São elas:

1. “Alguém já subscreveu o código de outra pessoa por acidente e acabou perdendo as alterações ?”
2. “Têm dificuldades em saber quais as alterações efetuadas em um programa, quando foram feitas e quem fez ?”
3. “Tem dificuldade em recuperar o código de uma versão anterior da que está em produção ?”
4. “Têm problemas em manter variações do sistema ao mesmo tempo ?”

Um SCV apropriado as necessidades do projeto e da equipe, podem impactar positivamente atraves de:

* **Histórico de alterações:** O SCVpermite criar um histórico com todas as alterações feitas dentro do código fonte. Desde a inclusão de linhas de comando, exclusão e modificações até a movimentação de seções de código, arquivos ou um simples renomeamento de algum elemento.
* **Controle de versão e segurança/confiabilidade:** Alguns SCV permitem retornar rapidamente o código a um estado anterior em caso de falhas, insatisfações com as mudanças, ou em caso de alterações inadvertidas/não autorizadas, garantindo confiabilidade ao código. No GitHub, há o uso do *Pull request,* onde uma alteração só é feita caso um moderador autorize a alteração no código fonte raiz.
* **Teste e experimentação:** Com versões controladas, podendo escolher qual versão atual ou passado deve ser executada, testes de novas funcionais, correções de bugs ou quaisquer outras demandas ficam mais fáceis e eficientes de serem executadas no projeto.
* **Ramificação e mesclagem** : Os SCV mais modernos permitem o uso de *branchs,* o que permite o desenvolvimento simultaneo em áreas diferentes do código, ou na mesma área, sem que isso impacte negativamente no processo, com uma gestão inteligente em caso de conflitos após a mescla das alterações, como alterações na mesma linha de código, por exemplo.
* **Colaboração eficiente:** Especialmente nos SCV com ambiente distribuído, a colaboração em equipe fica muito mais fácil, uma vez que o trabalho pode ser feito por diversas pessoas de varidas localidades, de forma online ou offline e com eficiência e tempo de resposta curto, uma vez que as mudanças são feitas inicialmente em cópias locais do código e somente após ações de *pull* são submetidas ao servidor para *merge.*

Mas, de acordo com Paracelso (Século XVI), “todas as substâncias são venenos. Não existe nada que não seja veneno. Somente a dose correta diferencia o veneno do remédio”. Então, um SCV inadequado as necessidades do projeto e da equipe, uma equipe sem entendimento comum da ferramenta, ou uma gestão inadequada do SCV pode ter efeito reverso, e dificultar muito o desenvolvimento do projeto.

**Controle de versão**

O controle de versão é um sistema que registra alterações em arquivos ao longo do tempo, permitindo revisitar versões específicas.

**Conceitos Básicos:**

* Repositório: Armazena todos os arquivos e suas versões.
* Commit: Registro de uma versão específica do projeto.
* Branch: Linha de desenvolvimento paralela.
* Merge: Junta mudanças de diferentes branches.
* Tag: Marca versões importantes do projeto.

**Sistemas de Controle de Versão:**

* Git: Sistema distribuído, popular pela eficiência.
* Subversion (SVN): Sistema centralizado.
* Mercurial: Sistema distribuído semelhante ao Git.

**Fluxo de Trabalho Comum em Git:**

1. Clonar repositório.
2. Criar branch.
3. Fazer alterações e commit.
4. Puxar alterações remotas.
5. Fundir branches.
6. Enviar alterações.

**Melhores Práticas:**

* Fazer commits frequentes.
* Usar branches de funcionalidades.
* Realizar revisões de código.
* Utilizar integração contínua.

**Resolução de Conflitos:**

* Editar manualmente arquivos conflitantes e fazer commit.

**Ferramentas Populares:**

* GitHub: Plataforma para hospedagem e revisão de código.
* GitLab: Similar ao GitHub com integração contínua.
* Bitbucket: Suporta Git e Mercurial.

**15. CONCLUSÃO - RESUMO E REFORÇO DOS PONTOS PRINCIPAIS**

**15.1 Recapitulação da importância do versionamento.**

Como vimos, o Versionamento de Código ou Controle de Versão surgiu com o intuito de facilitar a dinâmica do trabalho entre programadores, possibilitando compartilhar e controlar as diversas alterações de um código raiz visando diminuir problemas e facilitar a execução de um programa ou aplicação.

Neste contexto, os benefícios do versionamento destacam-se pela facilidade de identificar as alterações e compartilhá-las aos colaboradores. Além de possibilitar a recuperação de versões anteriores dos códigos. Por isso, entender as nuances dos tipos de Sistemas de Controle de Versão (VCS ou SCV) se fez fundamental. Nisso vimos que os modelos ou tipos de VCS, como os do tipo Centralizados (CVCS), apresentam uma natureza hierárquica, controle rigoroso, e colaboração controlada, enquanto os do tipo Distribuídos (DVCS) apresentam modelo descentralizado, colaboração descentralizada e gestão de ramificações aprimoradas.

Dentre os Sistemas de Controle de Versão, o mais popular e conhecido entre os programadores como vimos, foi o Git, desenvolvido em 2005 por Linus Torvalds.   
Comparado a outros SCV, se destacou e ficou bastante conhecido a partir de 2010, por evitar o desgaste de armazenamento das diversas cópias de arquivos no sistema, e por impossibilitar a perda de versões que se queira reutilizar no futuro.

**15.2 Principais técnicas e ferramentas discutidas.**

Vamos relembrar?

Falamos muito como o Git é uma ferramenta flexível e dinâmica, e para ilustrar isso iremos relembrar os conceitos ou comandos básicos do Git, e não bastando alguns conceitos que são comuns de se ouvir, iremos destacar o que é snapshot, commit, flags, e staging. Onde um snapshot, é como uma captura de algo em um determinado instante como uma foto. O commit, o comando que leva as mudanças para o repositório no Git, podendo ser instantâneos ou marcos ao longo do desenvolvimento de um projeto Git. O flags, um comando lógico de sinalização, para que finalize o processo de um programa. E o staging, a área que intermedia entre o diretório de trabalho e o repositório git.

Os conceitos ou comandos básicos do Git se dividem nos seguintes tópicos, e em cada tópico serão esclarecidos, sendo eles:

1. Inicialização e configuração:

* git init: inicia um novo repositório;
* git config: configura as opções de instalação e/ou de usuário do git.

1. Enviar arquivos:

* git add: antes de fazer o commit (projeto oficial);
* git commit: submeter as mudanças;
* git fetch: importar commits;
* git pull: versão automatizada do git fetch;
* git push: transfere commits;
* arquivos.gitignore: para os arquivos que o Git deve ignorar na hora de fazer um commit;
* git tag: cria etiquetas de estado relevantes.

1. Verificar informações:

* git log: verificar as revisões passadas;
* git diff: mostra alterações;

1. Receber arquivos:

* git clone: cria cópia de um repositório já existente.

1. Alterar Branches:

* git branch: gerencia as branches de um repositório;
* git checkout: muda de Branch ou volta para algum estado do projeto;
* git merge: faz mescla entre branchs;
* git rebase: move as branches;
* git stash: arquiva alterações não “commitadas”, volta para o estado do último commit, guardando as alterações adicionais.

Além dos comandos, no Git existem as tags, elas são como fotos de um determinado momento de um repositório, que também servem para ajudar a identificar a origem da falha em um código, e funcionam como apontadores fixos para um commit específico, e não avançam com novos commits.

Vimos também que a plataforma web mais utilizada quando se trata de Git, é a GitHub, devido a facilidade que ela permite ao trabalho em equipe, por qualquer integrante, tendo internet conseguir acessar os arquivos de um determinado projeto sem maiores problemas. E por ser uma espécie de rede social, é possível interagir com pessoas e os seus trabalhos.

No GitHub, existe também os releases, que são as versões das aplicações disponíveis, e contribuem para a disponibilização do que seria na linguagem mais popular, a versão atualizada da aplicação.

Além do GitHub, existem outras plataformas como o GitLab e Bitbucker, que também facilitam a interação com os repositórios, pela adição de funcionalidades, e permitem identificar problemas, e rever códigos e também realizar integração continua e entrega continua. Por isso, não é de se estranhar que por essas e outras, o Git só tende a evoluir e revolucionar o mercado de desenvolvedores, pela facilidade de lidar com grandes projetos, por ser dinâmico e robusto.
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